**QUICK SORT**
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* Consider first element as pivot
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* Assign low to 0, i to low+1 and j to high

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAAAOCAMAAAFMRq2BAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAACxJREFUGFdVigEOAAAEAt3/P61MNoxOKdT1tgtBHHQcL83Y96NpZYJInARAAwl6AC1CS9QpAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAAHCAMAAAF1gMz6AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAACFJREFUGFdjAAFGKAYBRhiLESwK5sDFgIARKgQCUGEGBgACkAAUX9SLtQAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAAMCAMAAAHuTGe0AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAACxJREFUGFc1igESADAEw+T/n94q5RCtDmN9kknn8FrWV3brbzCsXmHC1xHgAQfDACfbsPBuAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAMAAAADCAMAAAEW8XUbAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAAxJREFUGFdjQAYMDAAADwAB/znd/QAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAPCAMAAAGUzT7QAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAEVJREFUGFdVi4ENACAIw8b/T2s3kGgitANUpZL4wLUosIPkvdonKV70nXGi7R5w9foFyjALNId5Tj9dGeW1tsWHKOGNVQc31gB0H/jOPgAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAQAAAADCAMAAAH0LW5iAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAABFJREFUGFdjYGRggGMgYGAAAAA5AAQ0mbpFAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAsAAAAPCAMAAAFy5PWUAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAADpJREFUGFdti0ESACAIAuX/n042M5tpDwyChBSKBEErcDMuG9qEi4djL7tvrRT838G7mnhr/h5n2UgLF/oAQeiRYHAAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAgAAAADCAMAAAHuEY7sAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAABZJREFUGFdjYGRgAGMQCaFhfAYGBgYAAIcABqmDO28AAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAAECAMAAAECH+XZAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAABhJREFUGFdjYGRgYGAEESAaQsFpMGBgBAAAqwAHHrbwFwAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAGCAMAAAGOUA5+AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAC5JREFUGFdjYGRkBGIQAgEwD8xCAKAYGEC5QAGwMhQAUQEGGPqBACoFBQwMDIwAC3kAM+DUviIAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB4AAAATCAMAAAHHd33YAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAH5JREFUKFOFjUsSwCAIQ+X+ly75gGhn2rcAEjCuiFhJVg6SqNlReg+kt4PuAdUdXnZbOtLVpZvK7Yt+zDA0CgErdVmMA0NyOQy7xvvmR+OhNFOYU3uprU90DjzbJ9byNU/oE4TXeEFLq8Tmht7bLr7XCpxr/CHd0/maNqGMeADNtQGQBpq1twAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAQCAMAAAFb3+/4AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAFRJREFUGFdNiwEOADEIwvT/nz6gmB1LFCqb3R2N0ZQcNHkJgHQ8SnHdZr1xghhxpZdY/ZlL/YELhLmFqwKK+pmYFXsdqfhq8V0Im3jsoTSrokfldj9c8wCYJOXAQQAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAARCAMAAAGp5I0GAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAERJREFUGFdVjEECADAEw/j/p6cps3Foo4jMiKymyphbNXYk7jHtKQ6LYf2TiUtXOH/z/qcb8Q/rDSpgaqF3sXdBsSnyADRKAHAxj5YaAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAHCAMAAAFxdRzHAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAACFJREFUGFdjYGBkgGAIAaERYkgkBCDYjFAmjAKTDAwMjAADdQAUSyIkRAAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAPCAMAAAGdJp6qAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAADZJREFUGFeFirkBADAIAnH/pRMOLFLFBwHRKHM71Ldjjgv6BSe7GOdFgl0bJF28frSKGwXU0hwgdgBZRnnqqgAAAABJRU5ErkJggg==)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB0AAAAECAMAAAEyk/T4AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAACBJREFUGFdjYGRkZIATIAoNMELEIQAqRjzAYh4MMDICAAnKACR8pptXAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAECAMAAAH34W5pAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAGUExURQAAAAAAAKVnuc8AAAACdFJOU/8A5bcwSgAAAAlwSFlzAAAOwwAADsMBx2+oZAAAABtJREFUGFdjYGAEQggBAoxAAGEhA7AYEDMwAgABbQAN/UL6HQAAAABJRU5ErkJggg==)

* Keep incrementing i, whenever a[i] < = pivote
* Keep decrementing j, whenever pivote < a[j].
* If i<j, exchange a[i] and a[j] and repeat the process
* If i exceeds j, exchange a[low] and a[j]

Example:

low i j, high

**39** 33 11 98 36 69 65 10 88 78 ( 39 >33, incr i)
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i

**39** 33 11 98 36 69 65 10 88 78 (39 > 11, incr i)

i

**39**  33 11 98 36 69 65 10 88 78 (39 <98, stop incrementing i, & compare 42 with a[j] i.e 78 )

i j

**39** 33 11 98 36 69 65 10 88 78 ( 39 <78, decr j)

i j

**39** 33 11 98 36 69 65 10 88 78 ( 39 < 88, decr j)

i j

**39** 33 11 98 36 69 65 10 88 78 ( 39 > 10, stop decr j)

Since i < j, exchange a[i] with a[j] and repeat the process.

i j

**39**  33 11 10 36 69 65 98 88 78 (39 >10, incr i)

i j

**39** 33 11 10 36 69 65 98 88 78 ( 39 > 36, incr i)

i j

**39**  33 11 10 36 69 65 98 88 78 ( 39 < 69, decr j)

i j

**39** 33 11 10 36 69 65 98 88 78 (39 < 65, decr j )

i,j

**39** 33 11 10 36 69 65 98 88 78 ( 39 <69, decr j)

j i

**39** 33 11 10 36 69 65 98 88 78 (39 < 36, is false )

Since i exceeds j, exchange a [ low] with a[j].

j i

**36** 33 11 10 **39** 69 65 98 88 78

int partition (int a [ ], int low, int high)

{

int i, j, temp, pivote;

pivote = a [low];

i = low +1;

j = high;

while(1){

while (i < high && pivote > = a [i]) i++;

while (pivote < a[j] ) j - -;

if (i < j) {

temp = a[i] ;

a[i] = a[j] ;

a[j] = temp;

}

else

{

temp = a[low];

a[low] = a[j];

a[j] = temp;

return j;

}

}

}

void quicksort(int a[ ], int low, int high)

{

int j;

if (low < high){

j = partition (a, low, high);

quicksort(a, low, j-1);

quicksort(a, j+1, high);

}

}

**RADIX SORT**

**Examples.**

**Function**

void radix\_sort(int a[], int n)

{

int i, j, k, m, big, digit;

node \* p[10], temp;

big=largest(a, n);

m=log10(big)+1;

for(j=1; j<=m; j++)

{

for(i=0; i<=9; i++) p[i]=NULL;

for(i=0; i<n; i++)

{

digit=separate(a[i], j);

p[digit]=insert\_rear(a[i], p[digit]);

}

k=0;

for(i=0; i<=9; i++)

{

temp=p[i];

while(temp!=NULL)

{

a[k++]=temp->data;

temp=temp->link;

}

}

}

}

**MERGE SORT**

1. Divide the array into two equal parts.
2. Recursively sort the left part of the array.
3. Recursively sort the right part of the array.
4. Merge the sorted left and right part.

**Discuss examples**

**Simple merge function**

void simple\_merge (int a[ ], int low, int mid, int high )

{

int i, j, k, c [20];

k = low;

i = low;

j = mid +1;

while (i < = mid ) & & (j < = high)

{

if (a [i] < a [j])

c [k ++] = a[i ++];

else

c [k ++] = a [j ++];

}

while ( i < = mid ) c [ k ++ ] = a [ i ++];

while ( j < = high ) c [ k ++] = a [ j ++];

for (i = low ; i < = k -1 ; i ++) a [i] = c[i];

}

**Merge sort function:**

void merge\_sort ( int a [ ], int low, int high )

{

int mid ;

if (low < high )

{

mid = (low + high)/2 ;

merge\_sort (a, low, mid);

merge\_sort (a, mid +1,high);

simple\_merge (a, low, mid, high);

}

}